**Exercise 1: Implementing the Singleton Pattern**

**Scenario:**

You need to ensure that a logging utility class in your application has only one instance throughout the application lifecycle to ensure consistent logging.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **SingletonPatternExample**.
2. **Define a Singleton Class:**
   * Create a class named Logger that has a private static instance of itself.
   * Ensure the constructor of Logger is private.
   * Provide a public static method to get the instance of the Logger class.
3. **Implement the Singleton Pattern:**
   * Write code to ensure that the Logger class follows the Singleton design pattern.
4. **Test the Singleton Implementation:**
   * Create a test class to verify that only one instance of Logger is created and used across the application.

**Code**

public class Logger {

// Step 1: Private static instance of Logger (eager initialization or lazy — here lazy)

private static Logger instance;

// Step 2: Private constructor to prevent instantiation

private Logger() {

System.out.println("Logger Initialized");

}

// Step 3: Public static method to get the single instance

public static Logger getInstance() {

if (instance == null) {

instance = new Logger();

}

return instance;

}

// Sample log method

public void log(String message) {

System.out.println("Log Message: " + message);

}

}

public class Main {

public static void main(String[] args) {

// Trying to get multiple instances

Logger logger1 = Logger.getInstance();

Logger logger2 = Logger.getInstance();

// Logging messages

logger1.log("First log message.");

logger2.log("Second log message.");

// Verifying if both are the same instance

if (logger1 == logger2) {

System.out.println("Both logger instances are the same.");

} else {

System.out.println("Different instances exist.");

}

}

}

**Output**
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**Exercise 2: Implementing the Factory Method Pattern**

**Scenario:**

You are developing a document management system that needs to create different types of documents (e.g., Word, PDF, Excel). Use the Factory Method Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **FactoryMethodPatternExample**.
2. **Define Document Classes:**
   * Create interfaces or abstract classes for different document types such as **WordDocument**, **PdfDocument**, and **ExcelDocument**.
3. **Create Concrete Document Classes:**
   * Implement concrete classes for each document type that implements or extends the above interfaces or abstract classes.
4. **Implement the Factory Method:**
   * Create an abstract class **DocumentFactory** with a method **createDocument()**.
   * Create concrete factory classes for each document type that extends DocumentFactory and implements the **createDocument()** method.
5. **Test the Factory Method Implementation:**
   * Create a test class to demonstrate the creation of different document types using the factory method.

Code

// Document interface

interface Document {

void open();

}

// Concrete Document Classes

class WordDocument implements Document {

public void open() {

System.out.println("Opening Word Document.");

}

}

class PdfDocument implements Document {

public void open() {

System.out.println("Opening PDF Document.");

}

}

class ExcelDocument implements Document {

public void open() {

System.out.println("Opening Excel Document.");

}

}

// Abstract Factory

abstract class DocumentFactory {

public abstract Document createDocument();

}

// Concrete Factories

class WordDocumentFactory extends DocumentFactory {

public Document createDocument() {

return new WordDocument();

}

}

class PdfDocumentFactory extends DocumentFactory {

public Document createDocument() {

return new PdfDocument();

}

}

class ExcelDocumentFactory extends DocumentFactory {

public Document createDocument() {

return new ExcelDocument();

}

}

// Test Class

public class FactoryMethodPatternExample {

public static void main(String[] args) {

// Create Word Document

DocumentFactory wordFactory = new WordDocumentFactory();

Document wordDoc = wordFactory.createDocument();

wordDoc.open();

// Create PDF Document

DocumentFactory pdfFactory = new PdfDocumentFactory();

Document pdfDoc = pdfFactory.createDocument();

pdfDoc.open();

// Create Excel Document

DocumentFactory excelFactory = new ExcelDocumentFactory();

Document excelDoc = excelFactory.createDocument();

excelDoc.open();

}

}
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**Exercise 3: Implementing the Builder Pattern**

**Scenario:**

You are developing a system to create complex objects such as a Computer with multiple optional parts. Use the Builder Pattern to manage the construction process.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **BuilderPatternExample**.
2. **Define a Product Class:**
   * Create a class **Computer** with attributes like **CPU**, **RAM**, **Storage**, etc.
3. **Implement the Builder Class:**
   * Create a static nested Builder class inside Computer with methods to set each attribute.
   * Provide a **build()** method in the Builder class that returns an instance of Computer.
4. **Implement the Builder Pattern:**
   * Ensure that the **Computer** class has a private constructor that takes the **Builder** as a parameter.
5. **Test the Builder Implementation:**
   * Create a test class to demonstrate the creation of different configurations of Computer using the Builder pattern.

Code

// Product class

class Computer {

// Attributes

private String CPU;

private String RAM;

private String storage;

private boolean graphicsCard;

// Private constructor

private Computer(Builder builder) {

this.CPU = builder.CPU;

this.RAM = builder.RAM;

this.storage = builder.storage;

this.graphicsCard = builder.graphicsCard;

}

// Display method

public void displayConfig() {

System.out.println("Computer Configuration:");

System.out.println("CPU: " + CPU);

System.out.println("RAM: " + RAM);

System.out.println("Storage: " + storage);

System.out.println("Graphics Card: " + (graphicsCard ? "Yes" : "No"));

System.out.println();

}

// Static nested Builder class

public static class Builder {

private String CPU;

private String RAM;

private String storage;

private boolean graphicsCard;

public Builder setCPU(String CPU) {

this.CPU = CPU;

return this;

}

public Builder setRAM(String RAM) {

this.RAM = RAM;

return this;

}

public Builder setStorage(String storage) {

this.storage = storage;

return this;

}

public Builder setGraphicsCard(boolean graphicsCard) {

this.graphicsCard = graphicsCard;

return this;

}

public Computer build() {

return new Computer(this);

}

}

}

// Test class

public class BuilderPatternExample {

public static void main(String[] args) {

// Building a high-end computer

Computer gamingPC = new Computer.Builder()

.setCPU("Intel i9")

.setRAM("32GB")

.setStorage("2TB SSD")

.setGraphicsCard(true)

.build();

gamingPC.displayConfig();

// Building a budget computer

Computer officePC = new Computer.Builder()

.setCPU("Intel i5")

.setRAM("16GB")

.setStorage("512GB SSD")

.setGraphicsCard(false)

.build();

officePC.displayConfig();

}

}

Output

![](data:image/png;base64,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)

**Exercise 4: Implementing the Adapter Pattern**

**Scenario:**

You are developing a payment processing system that needs to integrate with multiple third-party payment gateways with different interfaces. Use the Adapter Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **AdapterPatternExample**.
2. **Define Target Interface:**
   * Create an interface **PaymentProcessor** with methods like **processPayment()**.
3. **Implement Adaptee Classes:**
   * Create classes for different payment gateways with their own methods.
4. **Implement the Adapter Class:**
   * Create an adapter class for each payment gateway that implements PaymentProcessor and translates the calls to the gateway-specific methods.
5. **Test the Adapter Implementation:**
   * Create a test class to demonstrate the use of different payment gateways through the adapter.

Code

// Target Interface

interface PaymentProcessor {

void processPayment(double amount);

}

// Adaptee Classes (existing payment gateways)

class PayPalGateway {

public void sendPayment(double amount) {

System.out.println("Processing payment of ₹" + amount + " via PayPal.");

}

}

class StripeGateway {

public void makePayment(double amount) {

System.out.println("Processing payment of ₹" + amount + " via Stripe.");

}

}

// Adapter Classes

class PayPalAdapter implements PaymentProcessor {

private PayPalGateway payPal;

public PayPalAdapter(PayPalGateway payPal) {

this.payPal = payPal;

}

public void processPayment(double amount) {

payPal.sendPayment(amount);

}

}

class StripeAdapter implements PaymentProcessor {

private StripeGateway stripe;

public StripeAdapter(StripeGateway stripe) {

this.stripe = stripe;

}

public void processPayment(double amount) {

stripe.makePayment(amount);

}

}

// Test Class

public class AdapterPatternExample {

public static void main(String[] args) {

// Using PayPal via adapter

PaymentProcessor payPalPayment = new PayPalAdapter(new PayPalGateway());

payPalPayment.processPayment(1500);

// Using Stripe via adapter

PaymentProcessor stripePayment = new StripeAdapter(new StripeGateway());

stripePayment.processPayment(2750);

}

}

Output
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**Exercise 5: Implementing the Decorator Pattern**

**Scenario:**

You are developing a notification system where notifications can be sent via multiple channels (e.g., Email, SMS). Use the Decorator Pattern to add functionalities dynamically.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DecoratorPatternExample**.
2. **Define Component Interface:**
   * Create an interface **Notifier** with a method **send()**.
3. **Implement Concrete Component:**
   * Create a class **EmailNotifier** that implements Notifier.
4. **Implement Decorator Classes:**
   * Create abstract decorator class **NotifierDecorator** that implements **Notifier** and holds a reference to a **Notifier** object.
   * Create concrete decorator classes like **SMSNotifierDecorator**, **SlackNotifierDecorator** that extend **NotifierDecorator**.
5. **Test the Decorator Implementation:**
   * Create a test class to demonstrate sending notifications via multiple channels using decorators.

**Code**

// Component Interface

interface Notifier {

void send(String message);

}

// Concrete Component

class EmailNotifier implements Notifier {

public void send(String message) {

System.out.println("Sending Email: " + message);

}

}

// Abstract Decorator

abstract class NotifierDecorator implements Notifier {

protected Notifier wrappedNotifier;

public NotifierDecorator(Notifier notifier) {

this.wrappedNotifier = notifier;

}

public void send(String message) {

wrappedNotifier.send(message);

}

}

// Concrete Decorators

class SMSNotifierDecorator extends NotifierDecorator {

public SMSNotifierDecorator(Notifier notifier) {

super(notifier);

}

public void send(String message) {

super.send(message);

System.out.println("Sending SMS: " + message);

}

}

class SlackNotifierDecorator extends NotifierDecorator {

public SlackNotifierDecorator(Notifier notifier) {

super(notifier);

}

public void send(String message) {

super.send(message);

System.out.println("Sending Slack message: " + message);

}

}

// Test Class

public class DecoratorPatternExample {

public static void main(String[] args) {

// Basic Email notification

Notifier basicNotifier = new EmailNotifier();

// Add SMS notification

Notifier smsNotifier = new SMSNotifierDecorator(basicNotifier);

// Add Slack notification on top of SMS and Email

Notifier slackNotifier = new SlackNotifierDecorator(smsNotifier);

// Send notification via all channels

slackNotifier.send("Hello! This is an important notification.");

}

}

Output
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**Exercise 6: Implementing the Proxy Pattern**

**Scenario:**

You are developing an image viewer application that loads images from a remote server. Use the Proxy Pattern to add lazy initialization and caching.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ProxyPatternExample**.
2. **Define Subject Interface:**
   * Create an interface Image with a method **display()**.
3. **Implement Real Subject Class:**
   * Create a class **RealImage** that implements Image and loads an image from a remote server.
4. **Implement Proxy Class:**
   * Create a class **ProxyImage** that implements Image and holds a reference to RealImage.
   * Implement lazy initialization and caching in **ProxyImage**.
5. **Test the Proxy Implementation:**
   * Create a test class to demonstrate the use of **ProxyImage** to load and display images.

Code

// Subject Interface

interface Image {

void display();

}

// Real Subject Class

class RealImage implements Image {

private String fileName;

public RealImage(String fileName) {

this.fileName = fileName;

loadFromServer();

}

private void loadFromServer() {

System.out.println("Loading image from server: " + fileName);

}

public void display() {

System.out.println("Displaying image: " + fileName);

}

}

// Proxy Class

class ProxyImage implements Image {

private RealImage realImage;

private String fileName;

public ProxyImage(String fileName) {

this.fileName = fileName;

}

public void display() {

if (realImage == null) {

realImage = new RealImage(fileName); // lazy initialization

}

realImage.display();

}

}

// Test Class

public class ProxyPatternExample {

public static void main(String[] args) {

Image image1 = new ProxyImage("pic1.png");

Image image2 = new ProxyImage("pic2.png");

// Image will be loaded only on first display call

image1.display(); // Loads and displays

image1.display(); // Only displays

System.out.println();

image2.display(); // Loads and displays

image2.display(); // Only displays

}

}

Output

![](data:image/png;base64,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)

**Exercise 7: Implementing the Observer Pattern**

**Scenario:**

You are developing a stock market monitoring application where multiple clients need to be notified whenever stock prices change. Use the Observer Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ObserverPatternExample**.
2. **Define Subject Interface:**
   * Create an interface **Stock** with methods to **register**, **deregister**, and **notify** observers.
3. **Implement Concrete Subject:**
   * Create a class **StockMarket** that implements **Stock** and maintains a list of observers.
4. **Define Observer Interface:**
   * Create an interface Observer with a method **update().**
5. **Implement Concrete Observers:**
   * Create classes **MobileApp**, **WebApp** that implement Observer.
6. **Test the Observer Implementation:**
   * Create a test class to demonstrate the registration and notification of observers.

Code

import java.util.\*;

// Observer Interface

interface Observer {

void update(String stockName, double price);

}

// Subject Interface

interface Stock {

void registerObserver(Observer o);

void removeObserver(Observer o);

void notifyObservers();

}

// Concrete Subject

class StockMarket implements Stock {

private List<Observer> observers = new ArrayList<>();

private String stockName;

private double stockPrice;

public void setStockPrice(String stockName, double price) {

this.stockName = stockName;

this.stockPrice = price;

notifyObservers();

}

public void registerObserver(Observer o) {

observers.add(o);

}

public void removeObserver(Observer o) {

observers.remove(o);

}

public void notifyObservers() {

for (Observer o : observers) {

o.update(stockName, stockPrice);

}

}

}

// Concrete Observers

class MobileApp implements Observer {

public void update(String stockName, double price) {

System.out.println("MobileApp - Stock: " + stockName + " | New Price: ₹" + price);

}

}

class WebApp implements Observer {

public void update(String stockName, double price) {

System.out.println("WebApp - Stock: " + stockName + " | New Price: ₹" + price);

}

}

// Test Class

public class ObserverPatternExample {

public static void main(String[] args) {

StockMarket stockMarket = new StockMarket();

Observer mobileApp = new MobileApp();

Observer webApp = new WebApp();

// Register observers

stockMarket.registerObserver(mobileApp);

stockMarket.registerObserver(webApp);

// Update stock prices

stockMarket.setStockPrice("TCS", 3550.75);

stockMarket.setStockPrice("Infosys", 1600.50);

// Remove one observer and update again

stockMarket.removeObserver(webApp);

stockMarket.setStockPrice("HCL", 1400.00);

}

}

Output
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**Exercise 8: Implementing the Strategy Pattern**

**Scenario:**

You are developing a payment system where different payment methods (e.g., Credit Card, PayPal) can be selected at runtime. Use the Strategy Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **StrategyPatternExample**.
2. **Define Strategy Interface:**
   * Create an interface PaymentStrategy with a method **pay()**.
3. **Implement Concrete Strategies:**
   * Create classes **CreditCardPayment**, **PayPalPayment** that implement **PaymentStrategy**.
4. **Implement Context Class:**
   * Create a class **PaymentContext** that holds a reference to **PaymentStrategy** and a method to execute the strategy.
5. **Test the Strategy Implementation:**
   * Create a test class to demonstrate selecting and using different payment strategies.

Code

// Strategy Interface

interface PaymentStrategy {

void pay(double amount);

}

// Concrete Strategies

class CreditCardPayment implements PaymentStrategy {

public void pay(double amount) {

System.out.println("Paid ₹" + amount + " using Credit Card.");

}

}

class PayPalPayment implements PaymentStrategy {

public void pay(double amount) {

System.out.println("Paid ₹" + amount + " using PayPal.");

}

}

// Context Class

class PaymentContext {

private PaymentStrategy paymentStrategy;

// Inject strategy dynamically

public void setPaymentStrategy(PaymentStrategy paymentStrategy) {

this.paymentStrategy = paymentStrategy;

}

public void executePayment(double amount) {

if (paymentStrategy == null) {

System.out.println("No payment strategy selected.");

} else {

paymentStrategy.pay(amount);

}

}

}

// Test Class

public class StrategyPatternExample {

public static void main(String[] args) {

PaymentContext context = new PaymentContext();

// Pay with Credit Card

context.setPaymentStrategy(new CreditCardPayment());

context.executePayment(2000);

// Pay with PayPal

context.setPaymentStrategy(new PayPalPayment());

context.executePayment(3500);

}

}

Output

![](data:image/png;base64,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)

**Exercise 9: Implementing the Command Pattern**

**Scenario:** You are developing a home automation system where commands can be issued to turn devices on or off. Use the Command Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **CommandPatternExample**.
2. **Define Command Interface:**
   * Create an interface Command with a method **execute()**.
3. **Implement Concrete Commands:**
   * Create classes **LightOnCommand**, **LightOffCommand** that implement Command.
4. **Implement Invoker Class:**
   * Create a class **RemoteControl** that holds a reference to a Command and a method to execute the command.
5. **Implement Receiver Class:**
   * Create a class **Light** with methods to turn on and off.
6. **Test the Command Implementation:**
   * Create a test class to demonstrate issuing commands using the **RemoteControl**.

Code

// Command Interface

interface Command {

void execute();

}

// Receiver Class

class Light {

public void turnOn() {

System.out.println("Light is ON.");

}

public void turnOff() {

System.out.println("Light is OFF.");

}

}

// Concrete Command: Turn Light On

class LightOnCommand implements Command {

private Light light;

public LightOnCommand(Light light) {

this.light = light;

}

public void execute() {

light.turnOn();

}

}

// Concrete Command: Turn Light Off

class LightOffCommand implements Command {

private Light light;

public LightOffCommand(Light light) {

this.light = light;

}

public void execute() {

light.turnOff();

}

}

// Invoker Class

class RemoteControl {

private Command command;

public void setCommand(Command command) {

this.command = command;

}

public void pressButton() {

if (command != null) {

command.execute();

} else {

System.out.println("No command assigned.");

}

}

}

// Test Class

public class CommandPatternExample {

public static void main(String[] args) {

Light light = new Light();

// Commands

Command lightOn = new LightOnCommand(light);

Command lightOff = new LightOffCommand(light);

// Remote Control

RemoteControl remote = new RemoteControl();

// Turn light on

remote.setCommand(lightOn);

remote.pressButton();

// Turn light off

remote.setCommand(lightOff);

remote.pressButton();

}

}

Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAAAoCAIAAACtqjm7AAAAAXNSR0IArs4c6QAAA99JREFUaEPtWkFP4kAUHpCKIimYjdxIzEKyJiQm7o2LWU/rzRsn48nb+gf6C/oH2BunjSdu3vTkhgun1cSEGyQm3GqMtEF3tVB22k7LtFtxykzNAkN6sPT163tfv3nvOY/Yp62PgH9YMxBnDcjxTAY4rZHoIAytudO1k072QH7LkePlo85q6S0rsuuJg0725Ho5R2b931j9Q2vpInt0GovKP5aME/oY273OQjWYh/N6fPqIIOQwalUOH6uF3plEGA8Ts8FZoVfdeVGmBIOcZjZbKnS7WlBvQKpykUBImp757Pw9JfiE20hptRajeaztHuNwmBYsg3GKkFeRRlAkFoKUEkFyLxjK76WtKfNwubBNTMk7AvRd8mHIK9vg6fxwZH09anx/0ooCyk6KfptLemNhyC4prZZqCv2u99G50xT0u+5c0pqqo+Xk3v7Q/F6GkdjeWwjwFDxfmvbweGzUJkViL456U/caxXa/pdS6jdCrfh1MgMjl40AxxkqvGSpIFlFtMBrnxuaXiNIdKa2Bzse2SoLW0i2/B+02EDeWHLvnS3vl1vRbTVgvMBSCCZUnW78bG4J2N8SePXzQsDNJV8srjEqrL0AqWkf3ChBLglWmE8Ui6F5N0g4jakeNnX63mA7KSP4n3N3p2JuGV5fWRf2h45oNms24I15G3iEYKloB9BuIqYqZ6dL5dv+9qpmdkXrVurEt+XK9hx2la4BcfNycHcczwLjHMo/yU8/sL39gS6mJRkVrolwGNzJRmkOee7IbdTSdIb6mA+AkvSum9lG/aCZl0PzTwu1qL78UYdPbFcN+i6g9n+R+EK1iOYNKcMfpYVFZT+eBsC25/QBcRMA6JavLVgo+qz/nK4FNhc9N1GNUygKwl7xd9PE2QIK1a3Ldg7ruqygcs9P6gbqC8bNaV4YoUr9gP0CMZqsF9kzJB9kNDJ6mQf2dG1vmjDABpEkCZqrCPrKQB3hBYOLfjIJQqRXAjt1cpOij34yVO6N0sHKbjlZWXswdDk0SmDsy2AXEaWXHJYbEaeW0RsJAJKBcrZzWSBiIBDSMWvksi/gVLOQsCwDfUMPdBnOHIPauxdSDzjBqnatZFgBdd8TgmVPA/xWdPbnCb892F7FWyTcG526WFYKjKUxJ1Tp/s6wpyCK/hZTWQMTZnmU5276+HGpvKHt+V0BOp2NJRetsz7Kw3IrnUCy3Tv/7BCpaZ36WFV6GhHdQ0Tr7syxClqCZPewh/TXYws+yyIkNY0m1jc1nWa9RTZME+CzrVQFTqZXPsl7jlY7WMOlmoWxpksBCERUuWE5rOL4IrTmthESFM/sLTIChx6D7UosAAAAASUVORK5CYII=)

**Exercise 10: Implementing the MVC Pattern**

**Scenario:**

You are developing a simple web application for managing student records using the MVC pattern.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **MVCPatternExample**.
2. **Define Model Class:**
   * Create a class **Student** with attributes like **name, id, and grade**.
3. **Define View Class:**
   * Create a class **StudentView** with a method **displayStudentDetails()**.
4. **Define Controller Class:**
   * Create a class **StudentController** that handles the communication between the model and the view.
5. **Test the MVC Implementation:**
   * Create a main class to demonstrate creating a **Student**, updating its details using **StudentController**, and displaying them using **StudentView**.

**Code**

// Model Class

class Student {

private String name;

private int id;

private String grade;

public Student(String name, int id, String grade) {

this.name = name;

this.id = id;

this.grade = grade;

}

// Getters and setters

public String getName() {

return name;

}

public int getId() {

return id;

}

public String getGrade() {

return grade;

}

public void setName(String name) {

this.name = name;

}

public void setGrade(String grade) {

this.grade = grade;

}

}

// View Class

class StudentView {

public void displayStudentDetails(Student student) {

System.out.println("Student Details:");

System.out.println("Name : " + student.getName());

System.out.println("ID : " + student.getId());

System.out.println("Grade : " + student.getGrade());

System.out.println();

}

}

// Controller Class

class StudentController {

private Student student;

private StudentView view;

public StudentController(Student student, StudentView view) {

this.student = student;

this.view = view;

}

public void updateView() {

view.displayStudentDetails(student);

}

public void setStudentName(String name) {

student.setName(name);

}

public void setStudentGrade(String grade) {

student.setGrade(grade);

}

}

// Test Class

public class MVCPatternExample {

public static void main(String[] args) {

// Create Model

Student student = new Student("Rohan Sharma", 101, "A");

// Create View

StudentView view = new StudentView();

// Create Controller

StudentController controller = new StudentController(student, view);

// Display initial details

controller.updateView();

// Update student data via controller

controller.setStudentName("Aarav Gupta");

controller.setStudentGrade("A+");

// Display updated details

controller.updateView();

}

}

**Output**
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**Exercise 11: Implementing Dependency Injection**

**Scenario:**

You are developing a customer management application where the service class depends on a repository class. Use Dependency Injection to manage these dependencies.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **DependencyInjectionExample**.
2. **Define Repository Interface:**
   * Create an interface **CustomerRepository** with methods like **findCustomerById()**.
3. **Implement Concrete Repository:**
   * Create a class **CustomerRepositoryImpl** that implements **CustomerRepository**.
4. **Define Service Class:**
   * Create a class **CustomerService** that depends on **CustomerRepository**.
5. **Implement Dependency Injection:**
   * Use constructor injection to inject **CustomerRepository** into **CustomerService**.
6. **Test the Dependency Injection Implementation:**
   * Create a main class to demonstrate creating a **CustomerService** with **CustomerRepositoryImpl** and using it to find a customer.

Code

// Repository Interface

interface CustomerRepository {

String findCustomerById(int id);

}

// Concrete Repository Implementation

class CustomerRepositoryImpl implements CustomerRepository {

public String findCustomerById(int id) {

// Normally this would query a database — we’ll mock this

if (id == 1) {

return "Supreet Kamal";

} else if (id == 2) {

return "Aarav Gupta";

} else {

return "Customer Not Found";

}

}

}

// Service Class — depends on CustomerRepository

class CustomerService {

private CustomerRepository customerRepository;

// Constructor Injection

public CustomerService(CustomerRepository customerRepository) {

this.customerRepository = customerRepository;

}

public void displayCustomerName(int id) {

String customerName = customerRepository.findCustomerById(id);

System.out.println("Customer Name: " + customerName);

}

}

// Test Class

public class DependencyInjectionExample {

public static void main(String[] args) {

// Inject repository implementation into service

CustomerRepository repository = new CustomerRepositoryImpl();

CustomerService service = new CustomerService(repository);

// Use service to find and display customer names

service.displayCustomerName(1);

service.displayCustomerName(2);

service.displayCustomerName(3);

}

}

Output
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